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ABSTRACT
Large infrastructure networks (e.g. for transportation and power

distribution) require constant monitoring for failures, congestion,

and other adversarial events. However, assigning a sensor to every

link in the network is often infeasible due to placement and mainte-

nance costs. Instead, sensors can be placed only on a few key links

and machine learning algorithms can be leveraged for the inference

of missing measurements (e.g. vehicle speeds, power flows) across

the network. This paper investigates the sensor placement problem

for networks. We first formalize two versions of the problem under

flow conservation and smoothness assumptions and show that it is

NP-hard to optimally place a fixed set of sensors. Next, we propose

efficient and adaptive greedy heuristics for sensor placement that

scale to large networks. Our experiments, using datasets from real-

world application domains, show that the proposed approaches

enable more accurate inference than existing alternatives from the

literature. We demonstrate that considering even imperfect or in-

complete ground-truth estimates can vastly improve the prediction

error, especially for a small number of sensors.

CCS CONCEPTS
• Computing methodologies → Semi-supervised learning
settings; • Theory of computation→ Network flows.
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1 INTRODUCTION
This paper addresses the problem of estimating edge measurements

in networks. Given a value at each edge, our goal is to choose a set

of edges to monitor in order to infer values at unmonitored edges.

Versions of our problem are motivated by infrastructure net-

works, such as traffic [15], water [19], and power [27] networks.

We assume that each edge in the network has some associated

value (e.g. traffic flow, water flow, electrical current) that must be

measured to track congestion, anomalies, and other events. Owing
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to the size of the network and measurement cost, we often cannot

place a sensor at every edge. A common solution is to place sensors

at a small subset of the edges, and estimate the rest using semi-

supervised learning [15, 34, 39]. Because the choice of this subset

can seriously alter the prediction quality, our goal is to efficiently

select a subset that yields the most accurate estimate.

We consider two versions of the sensor selection problem de-

pending on the measurement of interest. Flow conservation concerns
values such as vehicle counts in a road network or power flow in

electrical networks [15], which follow the principle of flow conser-

vation, meaning the sum of flows into a vertex is (approximately)

equal to the sum of flows out of it. The smoothness version concerns

smooth measurements such as traffic speeds and electrical volt-

age [2] in which values are not necessarily conserved, but where

the measurement at a given edge are expected to be similar to the

measurements at nearby edges.

The sensor placement problem is related to active learning, in

which a machine learning model iteratively makes requests for

specific observations to be labeled. Active learning algorithms gen-

erally assume that unlabeled observations are never known unless

directly queried; models must choose the next labeled observation

based only on the network topology [15] and previously-queried

observations. Such algorithms begin with no information about

the ground-truth labels and slowly learn more about the network

as they label the data. In practice, however, we often have outside

information about the edge labels before placing any sensors. For

example, urban planners often have detailed predictions for traffic

flow based on traffic demand models, spatial and temporal data,

and other factors [1, 20, 23]. Such estimates can be extremely useful

for inferring labels with a small number of sensors because they

significantly constrain the possible solutions—there might be many

possible predictions that satisfy the flow conservation or smooth-

ness assumptions, but only a few will correctly predict the volume

of traffic at major roads. As we will show, even an imperfect esti-

mate of edge values can generate a more effective choice of sensors

than a naive algorithm which makes predictions based solely on

flow conservation or smoothness assumptions. The question we

address in this paper is how to use existing knowledge of edge values
(or flows) to improve our predictions.

Our work combines knowledge of the network topology and

ground-truth values to choose an optimal placement of sensors. We

summarize the main contributions of our work as follows:

• We provide a formal statement of the sensor placement prob-

lem under both flow conservation and smoothness, with a

proof that both problems are NP-complete;

• We propose greedy heuristics as efficient solutions for both

versions of our problem;

• We present experimental results showing our approach’s

improvement over existing baselines.

https://doi.org/X
https://doi.org/X
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2 RELATEDWORK
Graph-Based Semi-Supervised Learning. Semi-supervised

learning (SSL), in which models learn from both labeled and unla-

beled data, is motivated by applications where the availability of

labeled data is limited [32, 37]. Graph-based SSL is a special case

of SSL where observations can be encoded as vertices and edges

represent relations between them [39]. Label propagation [37, 38]

is the most popular technique for reconstructing smooth values.

More recently, flow-based SSL [15] was proposed to infer conserved

flows on the edges rather than smooth vertex labels. However, both

the conservation- and smoothness-based solutions can be highly

dependent on the choice of labeled edges and the nature of the

data [15, 37], which is a motivation for our work. We focus on the

problem of selecting edges to be labeled (or sensor locations, in

the case of infrastructure networks), which is a special case of the

active learning problem [28]. With the exception of [15], combining

active learning with SSL has been studied from the smoothness

perspective, largely as a graph coverage [10] or sampling (signal

processing) [9] problem. In these scenarios, the choice of nodes or

edges is made using only the network topology, and thus cannot be

optimized using the ground-truth values [10, 15]. Here, we assume

that edges are chosen by optimizing a reconstruction loss. We show

that this approach allows us to match the performance of existing

baselines using far fewer sensors.

Traffic Forecasting. The problem of forecasting traffic flows,

speeds, and other attributes is can be motivated by smart city ap-

plications. Early attempts at traffic prediction infer network flows

from a set of origin-destination pairs [1] or vice versa [13]; the

popular traffic simulator SUMO [23] operates using a similar prin-

ciple. More recently, deep learning has been leveraged to predict

traffic as a function of spatial and temporal data [20, 26, 30]. The

relevant result for our work is that there are sophisticated, accurate

models available for predicting traffic flow in graphs even without

labels from sensors. We show that even when such estimates are

noisy or imperfect, they provide useful information about ground-

truth flows. We focus on the spatial dimension of the problem and

use simpler inference models such as label propagation, but our

algorithms could be generalized to use any forecasting model.

Sensor Placement and Influence Maximization. Previous
work has studied sensor placement for other objectives such as

monitoring spatial phenomena [17] and detecting contaminants in

water distribution networks [18, 19]. Similar to these problems, we

study sensor placement as a combinatorial optimization problem,

though we minimize a prediction error rather than a fixed penalty

function. Closely related to the sensor placement problem is the

problem of influencemaximization, which asks for the best subset of

nodes to target for influence such that after some diffusion process,

the maximum number of nodes have been influenced [16]. Solutions

often depend on the diffusion model, which predicts the number

of nodes affected by the chosen seed set [21]. Instead of using a

process, we apply a machine learning model to make predictions

based on a validation set (i.e. set of edge observations). Moreover, we

notice that, although we apply similar greedy algorithms as those

previously used for sensor placement and influence maximization,

our objective functions are not submodular [24].

3 PROBLEM DEFINITION
3.1 Preliminaries
We represent a network as an unweighted graph 𝐺 = (𝑉 , 𝐸) with a

set 𝑉 of 𝑛 vertices and set 𝐸 of𝑚 edges. The graph is represented

by the adjacency matrix A ∈ R𝑛×𝑛 , where A𝑖 𝑗 = 1 if an edge exists

between vertices 𝑖 and 𝑗 and A𝑖 𝑗 = 0 otherwise.

We are interested in the value given by vector x ∈ R𝑚 where x𝑖
is the value (either conserved or smooth) at edge 𝑖 . We represent

the values of a subset 𝐸 ′ ⊂ 𝐸 as a vector x𝐸′ ∈ R |𝐸
′ |
. In the rest of

this paper, we use f and x to denote conserved and smooth values,

respectively. Thus a set of labeled (sensor) edges 𝑆 is represented by

the corresponding value x𝑆 ∈ R |𝑆 | , and a set of unlabeled (target)

edges 𝑇 is represented as x𝑇 ∈ R |𝑇 | .
Though previous work [37] has considered the smoothness as-

sumption as a property of vertices, we view both versions as edge

problems. We show in Section 4.1 how the smoothness assumption

can be translated to edges.

3.2 General Sensor Placement Problem
Prediction of conserved and smooth values can be represented

within the same two-part framework. The first part is predicts the

values of unlabeled edges based on a given set of sensors and the

assumption. The second is choosing a set of sensors that yields the

prediction with the lowest error. We formalize both parts here.

3.2.1 Prediction. Given a labeled set of sensors 𝑆 (|𝑆 | = 𝑘) and

corresponding observed smooth values x𝑆 ∈ R𝑘 , we produce an
estimate x̂ for x via graph-based semi-supervised learning. The

same holds for conserved values f𝑆 ∈ R𝑘 .

3.2.2 Sensor Placement. Given a set 𝑇 of target vertices, a set 𝐶

of candidate vertices, and budget 𝑘 , our problem is to choose the

subset of 𝑘 vertices in 𝐶 that yields the best prediction for 𝑇 :

𝑆∗ = argmin

𝑆⊆𝐶, |𝑆 |=𝑘
| |x̂𝑇 − x𝑇 | |22

s.t. x̂𝑇 = 𝜙 (x𝑆 , 𝑆)
(1)

where 𝜙 is the prediction model for smooth values (see Section 4.1).

The same problem can be defined for conserved flows f .

3.3 Hardness
The conserved and smooth versions of our problem are both NP-

complete. We give the proof for conservation here.

Definition 3.1 (The Sensor Placement Problem). Given a graph𝐺 , a
candidate set of edges𝐶 ⊆ 𝐸, a target set of edges𝑇 ⊆ 𝐸, a budget 𝑘 ,
and an error 𝜖 , SENSOR(𝐺,𝐶,𝑇 , 𝑘) consists of determining whether

there exists a set of edge labels 𝑆 ⊆ 𝐶 such that |𝑆 | = 𝑘 and the edge

predictions f̂ for 𝑆 (see Equation 1) have an error | |f̂𝑇 − f𝑇 | | ≤ 𝜖 .

Theorem 3.2. The Sensor Placement Problem (SENSOR) is NP-
complete.

Proof. Given a certificate 𝑆 ⊆ 𝐶 of edges selected as sensors,

we can clearly compute f̂ and check the error in polynomial time.

Let SUM (𝑋, 𝑡) be an instance of the subset sum problem for a finite

set 𝑋 ⊆ Z+ and 𝑡 ∈ Z+. The problem is to find a subset 𝑋 ′ ⊂ 𝑋
such that

∑
𝑥 ∈𝑋 ′ 𝑥 = 𝑡 . This problem is NP-hard [5].
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Figure 1: Reduction from SUM to SENSOR, with 𝑋 = {3, 4, 6}
and 𝑡 = 10. The candidate set 𝐶 = 𝑋 is in blue, and the target
𝑇 = {(𝑡1, 𝑡2)} in red. Choosing the two edges that sum to 𝑡 for
𝑆 generates a perfect prediction for 𝑇 .

We can reduce an arbitrary instance of SUM to SENSOR by con-

structing graph 𝐺 as follows. Create a vertex for each element

in 𝑋 and two additional vertices 𝑡1 and 𝑡2. Add a set of edges

𝐶 = {(𝑥, 𝑡1) : 𝑥 ∈ 𝑋 }, each with a flow equal to 𝑠; an edge (𝑡1, 𝑡2)
with flow 𝑡 ; and set of edges {(𝑡2, 𝑥) : 𝑥 ∈ 𝑋 } each with flow 𝑥 .

Finally, add |𝑋 | vertices with 0 flow into 𝑡1.

There exists a solution to SENSOR(𝐺,𝐶, {(𝑡1, 𝑡2)}, 𝑘) with pre-

diction error 0 if and only if a solution exists for SUM(𝑋, 𝑡). The
equivalence is straightforward: if some set𝑋 ′ sums to 𝑡 , then choose

edges {(𝑥 ′, 𝑡1) : 𝑥 ′ ∈ 𝑋 ′}, whose flows also sum to 𝑡 , as sensors. If

|𝑋 ′ | < 𝑘 , choose edges with 0 flow for the remaining sensors. Since

there is only edge out of 𝑡1, that edge must have flow 𝑡 . Conversely,

if 𝑘 sensors correctly predict the flow on edge (𝑡1, 𝑡2), their edge
flows must sum to 𝑡 , and thus provide a solution to SUM. □

A similar construction can be used to prove that the smooth

version of the problem is also NP-complete. This motivates us to

investigate efficient heuristics for our general problem.

4 METHODS
4.1 Graph-Based Semi-Supervised Learning
We first describe the prediction algorithms used for both the con-

servation and smoothness versions of the problem.

4.1.1 Graph-Based SSL with Conservation [15]. For flow conserva-

tion, we consider the divergence on each vertex 𝑖 , defined as the

difference between flows out of 𝑖 and flows into 𝑖:

div(𝑖) =
∑︁

𝑒∈𝐸:𝑒 out of 𝑖

f𝑒 −
∑︁

𝑒∈𝐸:𝑒 into 𝑖

f𝑒 (2)

Flows for missing edges are estimated by minimizing the sum-

of-squares divergence given by

| |Bf | |2 =
∑︁
𝑖∈𝑉
(div(𝑖))2 (3)

where the incidence matrix B ∈ R𝑛×𝑚 is defined as

B𝑖 𝑗 =


1 if edge 𝑒 𝑗 enters node 𝑖

−1 if edge 𝑒 𝑗 leaves node 𝑖

0 otherwise.

(4)

For undirected graphs, we first choose an arbitrary orientation

for each edge before constructing B. We then minimize the sum of

the divergence and a regularization term parameterized by 𝜆 ∈ R+:

f̂∗ = argmin

f̂ ∈R𝑚
| |Bf̂ | |2 + 𝜆2 · | |f̂ | |2

s.t. f̂𝑆 = f𝑆
(5)

where 𝜆 guarantees that the solution is unique. For directed graphs,

we additionally impose the constraint that f̂𝑖 ≥ 0,∀𝑖 .
The resulting optimization problem can be rewritten as a reg-

ularized least squares problem for computation. Define f0 ∈ R𝑚
such that f0

𝑖
= f𝑖 if 𝑖 ∈ 𝑆 and f0

𝑖
= 0 otherwise. Moreover, let

H ∈ R𝑚×(𝑚−𝑘) be a matrix (map) such that H𝑖 𝑗 = 1 if flow f𝑖 maps

to (f𝑇 ) 𝑗 (i.e., they correspond to the same edge). The regularized

least-squares formulation is

f∗𝑇 = argmin

f𝑇 ∈R𝑚−𝑘
| |BHf𝑇 − Bf0 | |2 + 𝜆 | |f𝑇 | |2 (6)

where the vector f𝑇 is constrained to non-negative entries in the

case of directed graphs [4].

4.1.2 Graph-Based SSL with Smoothness [37]. For edge smooth-

ness, we turn the original graph𝐺 into a line graph 𝐿(𝐺) = (𝑉 ′, 𝐸 ′),
where edges in𝐺 become vertices in𝑉 ′ and adjacent edges in𝐺 are

connected by edges in 𝐸 ′. Smoothness is based on edge gradients:

𝑔𝑟𝑎𝑑 (𝑖, 𝑗) = x𝑖 − x𝑗 (7)

where (𝑖, 𝑗) ∈ 𝐸 ′.
Missing values are estimated by minimizing the squared differ-

ences between values for each vertex and its neighbors in 𝐿(𝐺):

x𝑇 Lx =
∑︁
(𝑖, 𝑗) ∈𝐸′

(𝑔𝑟𝑎𝑑 (𝑖, 𝑗))2 (8)

where L ∈ R𝑚×𝑚 is the Laplacian of 𝐿(𝐺):

L𝑖 𝑗 =


deg (𝑖) if 𝑖 = 𝑗

−1 if 𝑖 ≠ 𝑗 and nodes 𝑖 and 𝑗 are adjacent

0 otherwise.

(9)

As in the conservation case, the above optimization problem

can be formulated via least-squares. Let D be the degree matrix,

which is a diagonal matrix with D𝑖𝑖 = 𝑑𝑒𝑔(𝑖). Then P = D−1A is a

transition matrix and L = D−1L = I − P is a normalized Laplacian

matrix. Moreover, let H and x0 be defined in the same way as H
itself and f0 were defined in the previous section. The resulting

least-squares formulation is

x∗𝑇 = argmin

x𝑇 ∈R𝑚−𝑘
| |HTLHx𝑇 − HTPx

0 | |2 (10)

The similarity between the SSL predictors under conservation

and smoothness has several interesting implications. For instance,

it suggests an iterative SSL algorithm for conserved flows that is

similar to label propagation [37]. Moreover, it supports the design
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of efficient iterative sensor placement algorithms based on repeated

solutions of least-squares problems as new sensors are added. This

is the topic of the next section.

4.2 Sensor Placement Algorithms
We propose greedy algorithms for the sensor placement problem

under the assumptions of flow conservation and smoothness.

4.2.1 Algorithm for Conserved Flows. Given our hardness result

(see Section 3.3), we propose a greedy algorithm that iteratively

selects the sensor that minimizes the prediction error in Equation 1.

The pseudocode is given in Algorithm 1. At each of the 𝑘 iterations

(lines 2-11), the algorithm selects the best new sensor 𝑠∗ based on

its resulting prediction error 𝜖 (lines 6-10).

The flow prediction problem is not submodular [24]—a single

badly placed sensor can sometimes generate aworse prediction than

no sensor (e.g. if many edges have near-zero flow). This limits our

ability to prove worst-case approximation results for our algorithm.

In practice, however, it is almost always possible to add a sensor

that decreases the prediction error and thus the problem exhibits

(empirical) diminishing return (see Figure 2). We believe that this

property enables our algorithm to work well in practice.

In terms of complexity, at each of the 𝑘 iterations, our algorithm

evaluates the benefit of every not yet chosen edge in𝐶 . This requires

𝑂 (𝑚) solutions of the least-squares problem from Equation 6. Each

solution can be computed iteratively using LSMR [8] in𝑂 (𝑚2) time,

giving an overall running time of 𝑂 (𝑚4).
This exhaustive search at each iteration of our algorithm is costly

for large values of𝑚. We can reduce the number of required esti-

mates by taking advantage of the problem’s “near-submodularity”—

as more sensors are placed, the benefit from not chosen edges rarely

increases. This allows us to evaluate these benefits lazily [19]. Be-

fore choosing any sensors, we compute the benefit of each edge

and store the results in a heap. At each iteration, we recompute the

benefit of the best remaining edge. If it remains the best, then it is

highly unlikely any other edge can overtake it, and we can choose

that edge without reevaluating any other benefits. This saves up to

|𝐶 | evaluations per iteration.

4.2.2 Algorithm for Smoothness. The simple greedy approach de-

scribed in the previous section does not work aswell for smoothness.

To see why, recall that label propagation is equivalent to iteratively

estimating each vertex in 𝐿(𝐺) as the average of its neighbors [37].
Thus a good sensor placement resembles a good clustering: it should

choose representative vertices from 𝑘 different neighborhoods of

𝐿(𝐺). As is often the case in clustering problems, the optimal solu-

tion is quite different for different values of 𝑘 . The same property

holds for our problem.

Our approach selects each sensor conditionally on the remaining

sensors. We use 𝐾-means clustering [12] as inspiration for the

smooth sensor placement approach with centroids behaving as

sensors. Our solution is described by Algorithm 2. The algorithm

starts with a random initial cluster assignment 𝑆 (line 1) and, at

each iteration, tries to replace a sensor 𝑠 by one of its neighbors

𝑢 ∈ 𝑁 (𝑠) (lines 5-12). The replacement is successful whenever

the reconstruction error decreases (lines 10-12). When no further

improvement is possible, the algorithm terminates.

Algorithm 1: Sensor Placement for Conserved Flows

Input: 𝐺 = (𝑉 , 𝐸); 𝐶,𝑇 ⊆ 𝐸; 𝑘 ≤ |𝐶 |, f ∈ R𝑚 , 𝜆 ∈ R+
Output: 𝑆 ⊆ 𝐶

1 𝑆 ← ∅;
2 for 𝑖 = 1, ..., 𝑘 do
3 𝜖𝑚𝑖𝑛 ←∞;
4 foreach 𝑠 ∈ 𝐶 − 𝑆 do
5 𝑆 ′ = 𝑆 ∪ {𝑠};
6 f𝑇 = 𝜙 (f𝑆′, 𝑆 ′, 𝜆);
7 𝜖 = | |f̂𝑇 − f𝑇 | |22;
8 if 𝜖 < 𝜖𝑚𝑖𝑛 then
9 𝜖𝑚𝑖𝑛 ← 𝜖 ;

10 𝑠∗ = 𝑠;

11 𝑆 = 𝑆 ∪ {𝑠∗};
12 return 𝑆 ;

Algorithm 2: Sensor Placement for Smooth Labels

Input: 𝐺 = (𝑉 , 𝐸); 𝐶,𝑇 ⊆ 𝐸; 𝑘 ≤ |𝐶 |, x ∈ R𝑚
Output: 𝑆 ⊆ 𝐶

1 𝑆 ← 𝑘 randomly chosen edges in 𝐶 ;

2 x𝑇 = 𝜙 (x𝑆 , 𝑆);
3 𝜖𝑚𝑖𝑛 = | |x̂𝑇 − x𝑇 | |22;
4 while not converged do
5 foreach 𝑠 ∈ 𝑆 do
6 foreach 𝑢 ∈ 𝑁 (𝑠) do
7 𝑆 ′ = 𝑆/𝑠 ∪ {𝑢};
8 x𝑇 = 𝜙 (x𝑆′, 𝑆 ′);
9 𝜖 = | |x̂𝑇 − x𝑇 | |22;

10 if 𝜖 ′ < 𝜖𝑚𝑖𝑛 then
11 𝑆 = 𝑆 ′;
12 𝜖𝑚𝑖𝑛 = 𝜖 ;

13 return 𝑆 ;

The hill-climbing approach eventually converges because mov-

ing a sensor always decreases the prediction error, but it may only

find a local minimum. The performance can be improved by con-

sidering a larger set of candidates for each swap (line 6), such as

the 𝑝-hop neighbors of 𝑠 for 𝑝 > 1. In principle, this neighborhood

could be expanded to span the entire graph, but the total cost of

evaluating swaps for a large neighborhood is often prohibitive.

Each iteration of our algorithm makes 𝑂 (𝑘 |𝐶 |) least-squares
predictions. As in the flow conservation case, the least squares

problem in Equation 10 can be solved in 𝑂 (𝑚2) time, giving a total

running time of 𝑂 (𝑚4) per iteration. We find experimentally that

that the algorithm converges in a small number of iterations and

that the degree |𝑁 (𝑠) | of each edge 𝑠 is usually much lower than𝑚.

However, as the solutions for different values of 𝑘 are not nested,

computing placements for different budgets is still not as efficient

as the flow conservation solution presented in the previous section.
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Figure 2: Conserved flow prediction results when flows are
fully-observed for validation purposes (optimal scenarios).
The plots show the correlation between the prediction f̂ and
ground truth flow f . Our greedy heuristic (Greedy) outper-
forms all three baselines in all datasets.

5 EXPERIMENTAL RESULTS
We test our hypothesis that optimizing sensor placement based on

flow values is more effective than choosing sensors based only on

the network topology using real-world traffic networks and flows.

Experimental settings and metrics are discussed in the appendix.

5.1 Flow Conservation
We first evaluate our approach that assumes flow conservation.

We consider two settings. In the first setting, we assume that our

method is able to fully observe flow values to place the sensors,

which is the ideal scenario. Next, we consider a more realistic

setting where flows are unknown—requiring our method to use

proxy values—or only partially known.

5.1.1 Fully-observed flows. In this setting,𝑇 = 𝐶 = 𝐸 in Algorithm

1. We compare our approach to three topology-based baselines:

random selection (Random), recursive bisection (RB) [15], and rank-

revealing QR factorization (RRQR) [3, 15]. Details for all baselines

are provided in the appendix.

Figure 2 shows the correlation between predicted and ground-

truth flows for a varying number of sensors (as a percentage). The

results show that our approach significantly outperforms the base-

lines, especially when the number of sensors is small (20% or less).

The results also show that there is no clear best baseline.

5.1.2 Unknown, Partially Unknown, and Noisy Flows. A possible

objection to the previous setting is that, in real-world applications,

the complete flows are rarely fully-observed. In this section, we

apply our algorithm without such a strong assumption.

Figure 3: Conserved flow prediction results for our method
using fully-observed (Full Graph), synthetic (Synthetic Flow),
and partially observed (Random Subset) flows compared to
the baselines. The number of sensors (𝑘) is fixed at 10% of
the edges. Synthetic flows are not able to effectively guide
the sensor placement but a target set with just 20% of edges
is enough for our method to outperform the baselines.

Synthetic Flows. We generate synthetic flows under the conser-

vation assumption (see Appendix A.1) [15]. The greedy heuristic

is computed using the prediction error on the synthetic flows, and

the resulting sensors are tested on the true flows for the four traffic

networks. The sensor placements based on synthetic flows do not

always outperform the baselines (see Figure 3). This is evidence

that the synthetic flows are not an effective proxy for the real flows.

Partial Data. Here, we assume that we are able to observe

a fraction of edges selected uniformly at random in the network

(e.g. by placing additional temporary sensors). We then apply our

method to place sensors by optimizing the prediction error over

these partially observed edges, in effect restricting the target set 𝑇 .

Results from Figure 3 show that, in most cases, the greedy algorithm

outperforms the topology-based baselines using a small percentage

of labeled edges. This result motivates data-driven schemes for

sensor placement, such as the ones proposed in this paper.

Noisy Estimates. Nowwe consider the setting where our model

has access to noisy estimates of the ground-truth flows (e.g. based

on the macro traffic demand model for a city [33, 36]). For each edge

𝑒𝑖 , we simulate a noisy estimate f𝑖 + 𝜖 with randomly generated

noise 𝜖 ∼ 𝑁 (0, 𝑟𝜎) where 𝜎 is the standard deviation of f and

𝑟 ∈ R controls the amount of noise. Figure 4 shows the correlation

between the predicted and original ground-truth flows for varying

noise levels. Even with large amounts of noise, our approach (Noisy

Flows) outperforms all baselines.
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Figure 4: Conserved flow prediction results for sensor se-
lection based on a noisy estimate of ground-truth flows for
varying noise levels. The number of sensors placed (𝑘) is fixed
at 10% of the edges. The sensor placement is quite robust to
noise target values, outperforming the baselines under noise
levels of up to 2× the standard deviation of the flows.

5.2 Flow Smoothness
We test the sensor selection algorithm under the smoothness as-

sumption using synthetic smooth flow values. Here, we apply the

second-smallest eigenvector of the Laplacian matrix L, which is

known to be smooth but not constant [39]. We then run Algorithm

2 to identify the best placement of sensors. When available, we

apply the flow counts at each edge to weight the prediction error.

As discussed in Section 4.2.2, the algorithm for smooth flows is

much slower than the one for conserved ones, so our results are

based on smaller networks. The results from Figure 6 show that

our method outperforms the baselines for all datasets.

6 CONCLUSION AND ONGOINGWORK
We have proposed an approach for sensor placement for semi-

supervised learning in networks that accounts for ground-truth

values. Our framework accounts for both conserved and smooth

flow values. We show that choosing the optimal solution is NP-hard

and provide effective heuristics for the problem. Our experiments

show that our methods significantly outperform baselines that

account only for the graph topology.

This paper is based on an ongoing project. We will incorporate

more real-world datasets (for traffic flows and power transmission).

Moreover, we will investigate how to speed up the placement eval-

uation using a recursive least-squares algorithm [7, 14]. Finally,

we will investigate how solve the conservation and smoothness

versions of our problem jointly to capture complex patterns [22].

(a) Greedy

(b) Recursive Bisection

Figure 5: Example of sensor placements (in red) using our
heuristic (Greedy) and the recursive bisection baseline for the
Anaheim road network. Edge traffic counts are represented
by edge thickness. Unlike the baseline, our approach targets
a few high-traffic paths.

Figure 6: Smooth flow prediction results for sensor selec-
tion on synthetically generated smooth values. For Anaheim,
the correlation is weighted by edge traffic counts; for other
networks, the correlations are unweighted. Our approach
(Greedy) consistently outperforms the baselines.
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A REPRODUCIBILITY
Here we describe the setup and implementation details of our exper-

iments presented in Section 5. Implementations of all algorithms,

along with code for reproducing experiments, can be found at

https://github.com/arnav-b/sensor-placement.

A.1 Flow Conservation
Datasets. We use real-world traffic flows on road networks from

four cities, Anaheim, Barcelona, Chicago, and Winnipeg (see Table

1) [31]. The nodes in each network represent intersections and

edges represent roads between them. Each network is represented

as a directed graph where the direction of an edge corresponds to

the direction of traffic flow.

Table 1: Road Networks Used for Experiments

Network 𝑛 𝑚 Flows Speeds

Anaheim 416 914 Real Synthetic

Barcelona 1020 2522 Real –

Chicago 933 2950 Real –

Winnipeg 1052 2836 Real –

Berlin 361 766 – Synthetic

Eastern Massachusetts 74 258 – Synthetic

Los Angeles 1190 1212 – Synthetic

Hyperparameters. We set 𝜆 = 10
−6

when solving the least-squares

formulation in Equation 6.

Baselines. We compare our flow selection method with three

baselines. First, random selection (Random) simply chooses the

next edge uniformly at random from the currently unchosen edges.

Second, recursive bisection (RB) [15] partitions the graph using

spectral clustering and chooses edges crossing the new cut as the

next sensors. The idea is to find "bottleneck" edges where major

flows are concentrated, such asmajor highways. Recursive bisection

has been found toworkwell whenmuch of the flow is not conserved

[15]. Finally, rank-revealing QR (RRQR) [3] exploits a known bound

on the error of the flow conservation algorithm (Equation 5). If the

SVD of the incidence matrix B ∈ R𝑛×𝑚 is given by B = UΣV𝑇 , then
the𝑚 − 𝑛 + 1 rightmost columns V𝐶 of V give a basis for the cycle

space of fully conserved flows. If 𝑆 is a set of 𝑚 − 𝑛 + 1 linearly

independent rows of V𝐶 , then the reconstruction error is bounded

by

| |f̂ − f | | ≤ (𝜎−1
min
(V𝑆𝐶 ) + 1) · | |𝛿 | | (11)

RRQR uses a greedy heuristic to minimize this bound byminimizing

𝜎−1
min
(V𝑆𝐶 ) [15].

Evaluation metrics. We report the Pearson’s correlation coeffi-

cient between the predicted (f̂) and the ground-truth (f) flows.

Synthetic Flows [15]. For the experiments in Section 5.1.2, we

generate synthetic flows based on the singular vector decompo-

sition of B as follows. In the SVD of B given above, U ∈ R𝑛×𝑛 ,
Σ ∈ R𝑛×𝑚 contains the singular values 𝜌1, ..., 𝜌𝑚 of B along the

main diagonal with𝑚 − 𝑛 extra columns of zeros, and V ∈ R𝑚×𝑚
contains the right singular vectors. These vectors V1, ...,V𝑚 give a

basis for the edge flow space. The synthetic flow f can be computed

as

f =

𝑚∑︁
𝑖=1

𝑏

𝜌𝑖 + 𝜖
V𝑖 (12)

where 𝑏 ∈ R controls the flow magnitude and 𝜖 ∈ R+ controls the
amount of non-conserved flow. Similar to [15], we set 𝑏 = 20 and

𝜖 = 0.1 for our experiments.

A.2 Smoothness
Datasets. Because the sensor selection heuristic for smooth labels

(Algorithm 2) is much slower than the heuristic for conserved flows

(Algorithm 1), we use the smaller Anaheim, Berlin, and Eastern

Massachusetts networks [31], and a sub-network of the Los Angeles,

CA, network from OpenStreetMap [25] in our experiments.

Baselines. We compare our selection method with random se-

lection and spectral clustering [11, 29, 35]. The spectral clustering-

based sensors are chosen by generating 𝑘 clusters on the line graph

𝐿(𝐺) and choosing a vertex at random from each cluster. When one

or more clusters are empty, we choose edges at random to make

up for the difference.

Evaluation metrics. We report the weighted correlation between

the predicted labels x̂ and the ground-truth x. Weights are given

by a vector w ∈ R𝑚 where w𝑖 is the weight for edge 𝑖 . Setting

w = f allows us to weight correlation by the flow at each edge. We

then compute the weighted correlation coefficient between x̂ and

x [6]. For the Anaheim network, where the ground truth flow is

available, we set w = f . For all other networks, we set w = 1, which
is equivalent to unweighted correlation.

https://github.com/arnav-b/sensor-placement
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